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	2. SAP Copyrights, Trademarks  and
Disclaimers
© 2022 SAP SE or an SAP affiliate company. All rights reserved.
No part of this publication may be reproduced or transmitted in any form or for any
purpose without the express permission of SAP SE or an SAP affiliate company.
SAP and other SAP products and services mentioned herein as well as their
respective logos are trademarks or registered trademarks of SAP SE (or an SAP
affiliate company) in Germany and other countries. Please see https://
www.sap.com/corporate/en/legal/copyright.html for additional trademark
information and notices.
Some software products marketed by SAP SE and its distributors contain proprietary
software components of other software vendors.
National product specifications may vary.
These materials may have been machine translated and may contain grammatical
errors or inaccuracies.
These materials are provided by SAP SE or an SAP affiliate company for
informational purposes only, without representation or warranty of any kind, and SAP
SE or its affiliated companies shall not be liable for errors or omissions with respect
to the materials. The only warranties for SAP SE or SAP affiliate company products
and services are those that are set forth in the express warranty statements
accompanying such products and services, if any. Nothing herein should be
construed as constituting an additional warranty.
In particular, SAP SE or its affiliated companies have no obligation to pursue any
course of business outlined in this document or any related presentation, or to
develop or release any functionality mentioned therein. This document, or any related
presentation, and SAP SE’s or its affiliated companies’ strategy and possible future
developments, products, and/or platform directions and functionality are all subject
to change and may be changed by SAP SE or its affiliated companies at any time for
any reason without notice. The information in this document is not a commitment,
promise, or legal obligation to deliver any material, code, or functionality. All forward-
looking statements are subject to various risks and uncertainties that could cause
actual results to differ materially from expectations. Readers are cautioned not to
place undue reliance on these forward-looking statements, which speak only as of
their dates, and they should not be relied upon in making purchasing decisions.
 


	3. Typographic Conventions
American English  is the standard used in this handbook.
The following typographic conventions are also used.
This information is displayed in the instructor’s presentation
Demonstration
Procedure
Warning or Caution
Hint
Related or Additional Information
Facilitated Discussion
User interface control Example text
Window title Example text
© Copyright. All rights reserved. iii
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	7. Course Overview
TARGET AUDIENCE
This  course is intended for the following audiences:
● Developer
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	9. UNIT 1 Introduction  to Eclipse
Lesson 1
Understanding How SAP Uses Eclipse 3
Lesson 2
Installing Eclipse 7
Lesson 3
Defining an ABAP Project 9
Lesson 4
Organizing Work with the Eclipse Workbench 17
UNIT OBJECTIVES
● Understand the Role of Eclipse-Based Tools at SAP
● Install Eclipse
● Log On To The SAP System
● Explain the online development model
● Explain how multiple projects can exist in a single workspace
● Modify Eclipse preferences and project-specific settings
● Add a favorite package to an ABAP project
● Describe the Eclipse Workbench
● Organize editors and views into perspectives
● Arrange objects for editing
● Navigate information and resources using views
● Access interface elements using Quick Access
© Copyright. All rights reserved. 1
 


	10. Unit 1: Introduction  to Eclipse
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	11. Unit 1
Lesson 1
Understanding  How SAP Uses Eclipse
LESSON OVERVIEW
In this lesson, you will learn about the background to ABAP Development Tools in Eclipse and
the advantages of using it to develop ABAP applications.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Understand the Role of Eclipse-Based Tools at SAP
I can update the content - Background to Eclipse
Figure 1: Architecture of ABAP Development Tools in Eclipse
The open Eclipse platform offers first-class user experience, powerful platform capabilities,
and a broad and vivid ecosystem that regularly contributes enhancements and extensions.
ABAP Development Tools have been designed to significantly increase developers’
productivity by leveraging the proven usability, speed and flexibility of the Eclipse platform.
ADT combines SAP's powerful ABAP application server capabilities such as convenient life-
cycle management, server-based development, full integration, effective testing, and
troubleshooting tools with the powerful Eclipse UI. It also provides a modern - and for many,
familiar - Eclipse UI client on top of the ABAP platform.
ABAP Development Tools provide the following benefits:
© Copyright. All rights reserved. 3
 


	12. ● A brand  new ABAP development experience on top of the Eclipse platform.
● An open platform for developing new ABAP-related tools.
● A set of open, language (and platform) independent APIs that developers can use to build
new custom tools for the ABAP environment.
Benefits of Eclipse
With ABAP Development Tools in Eclipse you can capitalize on the usability, speed, and
flexibility of Eclipse while also benefiting from proven ABAP Workbench features. It’s the best
of both worlds.
ADT improves developer productivity by offering better refactoring functionality, code
completion, auto-insertion, and code templates. It also includes an invaluable Quick Fix
feature and is highly navigable.
Figure 2: Benefits of ABAP Development Tools
ADT allows you to connect to multiple ABAP systems and provides session failover, reducing
the impact of lost connections. It also enables cross-platform development by integrating
ABAP and non-ABAP development tools, such as SAP HANA Studio and the UI development
toolkit for HTML5, in a single powerful IDE.
Unit 1: Introduction to Eclipse
4 © Copyright. All rights reserved.
 


	13. Figure 3: Eclipse-Based  ABAP Development
ABAP Development Tools accesses objects in the SAP Repository in exactly the same way as
the existing ABAP Workbench tools.
LESSON SUMMARY
You should now be able to:
● Understand the Role of Eclipse-Based Tools at SAP
Lesson: Understanding How SAP Uses Eclipse
© Copyright. All rights reserved. 5
 


	14. Unit 1: Introduction  to Eclipse
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	15. Unit 1
Lesson 2
Installing  Eclipse
LESSON OVERVIEW
In this lesson, you will learn how to install ABAP Development Tools in Eclipse and add
favourite packages.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Install Eclipse
Installation
This diagram illustrates the ABAP Development Tools installation process.
Figure 4: Installing ABAP Development Tools
System Requirements
ABAP Development Tools for SAP NetWeaver is available for ABAP back-end systems with
SAP NetWeaver 7.3 Enhancement Package 1 Support Package Stack 04 and higher. In SAP
NetWeaver7.40 and higher additional features are available - SAP HANA integration, Web
Dynpro development, enhanced test & troubleshooting tools, and so on. Debugging support is
available with SAP NetWeaver 7.31/7.03 (as long as you have SAP kernel 7.21 or higher).
© Copyright. All rights reserved. 7
 


	16. ABAP Development Tools  runs on Microsoft Windows, Mac OS X, and Linux operating
systems. The Java runtime environment is also required. ABAP Development Tools can be
installed on Eclipse Luna (Release 4.4) and Kepler (Release 4.3).
See further version information and other installation details in the current installation guide.
You will find the installation guide attached to the note announcing the release.
Installation Basics
The following steps provide a very brief overview how to install ADT on the client machine:
● Download the recommended Eclipse platform from Eclipse.org.
Note:
The ADT plug-ins can also be installed into an existing Eclipse installation.
● Download ABAP Development Tools for SAP NetWeaver from SAP's Support Portal. You
can find the package by searching for "SAP ABAP IN ECLIPSE" and the release number.
● You can also install the tools from SAP's update server, available at http://
tools.hana.ondemand.com/[eclipse release]
Note:
Your administrator must configure Secure Network Communication and
preferably also Single Sign On in the corresponding ABAP system in order to
enable programming in ADT.
LESSON SUMMARY
You should now be able to:
● Install Eclipse
Unit 1: Introduction to Eclipse
8 © Copyright. All rights reserved.
 


	17. Unit 1
Lesson 3
Defining  an ABAP Project
LESSON OVERVIEW
In this lesson, you will learn how projects are defined and adjusted in ABAP Development
Tools in Eclipse.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Log On To The SAP System
● Explain the online development model
● Explain how multiple projects can exist in a single workspace
● Modify Eclipse preferences and project-specific settings
● Add a favorite package to an ABAP project
The Log On Process
ABAP Development Tools use the same online development model for ABAP development as
the ABAP Workbench. This means that when you open Eclipse, you must first log onto an SAP
system before you can display or edit any objects. Each logon session (identified by system,
client, and user) is represented in ABAP Development Tools by an ABAP Project.
© Copyright. All rights reserved. 9
 


	18. Figure 5: Logging  On
To create a new project, choose New → ABAP Project. Use the Browse function to find the
system to which you want to log on and choose Next. Then enter the client, user, logon
language, and password, and choose Finish. You have now logged onto the system and the
ABAP project will be permanently available in your workspace.
The Online Development Model
Some developers may be used to working in a decentralized development environment. For
example, Java developers who work with the SAP NetWeaver Developer Studio each have a
local runtime environment as well as development environment on their computer. This
means that they can develop and test applications locally, independently of their colleagues.
All of the individual developers’ applications are combined in a central system at some later
point.
Development in ABAP Development Tools works differently. Developers using ADT remain
logged on to the SAP system while they are working on various repository objects. In other
words, development is still server-based; objects are stored solely on the back-end. Besides a
small read-only cache to increase performance and to reduce the server load, no objects are
stored on the client side.
Unit 1: Introduction to Eclipse
10 © Copyright. All rights reserved.
 


	19. Figure 6: The  online development model
This means that if you edit an ABAP repository object in Eclipse, an enqueue lock is set for
this object at the client and the most recent version is retrieved from the back-end. If you save
or activate the object, all your changes are stored directly in the ABAP back-end as well. There
are no complex check-out-/check-in mechanisms, and no need to create local copies of
objects. Other services, such as syntax checks, searches and where-used functionality are all
run on the back-end. Because all repository objects are retrieved from the back-end, and
there is no client-side ABAP runtime, there is no support for working offline.
Before you begin development in ADT, you must create an ABAP project. An ABAP project
always represents one system connection. It acts as an intermediary between an ABAP back-
end system and the front-end Eclipse-based IDE client, and it provides a framework for
creating, processing, and testing development objects. An ABAP project always represents a
real system logon and additionally offers a user-specific view of all ABAP development objects
of the back-end system.
The specification for an ABAP project contains the following items:
● Project name
● System data, including specifications for the system ID, the client, user, and password
● Default language, that is, the original language of the development objects as well as the
language of the messages and UI texts
● List of the ABAP packages that are displayed as favorites in the project (optional)
Remember that ABAP projects can only be processed if there is an existing system
connection to the ABAP back-end. It is therefore not possible to have read or write access to
the content of an ABAP project in offline mode.
Multiple Projects in a Single Workspace
As with all other project types in Eclipse, ABAP projects, too, form part of a user-specific
workspace and thus define the starting point for all development activities within the new IDE.
Several ABAP projects can exist in one workspace.
Lesson: Defining an ABAP Project
© Copyright. All rights reserved. 11
 


	20. Figure 7: Multiple  Projects
This means, in particular, that the ABAP developer can work on multiple ABAP systems in one
and the same IDE session, without leaving the immediate work environment. This can be very
useful whenever, for example, the status of development objects from the original
development system is to be compared with the status in the consolidation or production
system.
Each subsystem in the Eclipse platform is itself structured as a set of plug-ins that implement
some key function. Some plug-ins add visible features to the platform using the extension
model. Others supply class libraries that can be used to implement system extensions.
Figure 8: ADT Architecture
In the case of ABAP Development Tools, one Eclipse client is installed on the developer PC
and can connect to several back-end systems from different releases. The connection is set
up using a RFC/REST-based protocol. The client provides a set of standard development
tools such as the Project Explorer view for system browsing and a variety of editors, one for
each development object.
The development paradigm is server-based. This means that development objects are stored
solely on the back-end and that services such as syntax-check and search are also run there.
Eclipse Preferences
Eclipse Preferences allow you to make general settings about how you want Eclipse to
operate. You can access Preferences by choosing Window → Preferences.
Unit 1: Introduction to Eclipse
12 © Copyright. All rights reserved.
 


	21. The following graphic  shows the Source Code Editors section of the Eclipse Preferences
window.
Figure 9: Eclipse Preferences — Source Code Editors
If ABAP Development Tools is installed, there is a specific section for settings related to ABAP
Development. Settings that can be controlled here include the following:
● Whether the system ID is displayed in the Editor tab page, and if so, where
● Settings relating to Debugging, for example, whether system programs should be
debugged
● Settings specific to source code, for example, whether brackets should be automatically
closed, and whether the automatic syntax check should be performed
● Settings related to editors, for example, font size and color options
There is a Restore Defaults button in case you wish to discard the settings you have made.
Project Properties
You can adjust the properties of a specific ABAP project, just as you can adjust preferences
for Eclipse in general. To do so, choose Properties from the project’s context menu.
One particularly useful collection of settings is found under ABAP
Development → Editors → Source Code Editors → Formatter, as shown in the following
graphic.
Lesson: Defining an ABAP Project
© Copyright. All rights reserved. 13
 


	22. Figure 10: The  ABAP Formatting Settings
The options displayed here correspond roughly to the settings which can be made using the
Pretty Printer in the ABAP Workbench. You can control the code style of the formatter,
including whether source code should be indented (for example, when programming an IF or
CASE construct), and whether keywords and identifiers should be in uppercase or lowercase.
After having made and applied these settings in the project properties, the formatting can be
applied by choosing SHIFT + F1 to format the code in the source code editor.
To Adjust Eclipse Preferences and ABAP Project Properties
1. To adjust Eclipse preferences, choose Window → Preferences.
2. To adjust an ABAP project's properties, select its name in the Project Explorer view and
choose Alt + Enter. Alternatively, you can choose the project's context menu and choose
Properties.
Packages and Favorites
When you work with the Object Navigator in the SAP GUI, you are able to display any package,
program, class, or function group in the navigation area by selecting the relevant object type
and entering the name of the object you want to work with. This is not possible in ABAP
Development Tools. (However, later on, you will learn how you can open any development
object using a special search dialog.)
Unit 1: Introduction to Eclipse
14 © Copyright. All rights reserved.
 


	23. Figure 11: Favorite  Packages
However, there may be particular packages with which you want to work on a regular basis.
You can display these packages and their contents in the navigation area of the Eclipse
workspace by adding them as favorites. To add a favorite, expand the project node and from
the context menu of the Favorite Packages node, choose Add a Package. Then use the search
dialog to locate the package or packages to which you need regular access.
Note:
From Release 7.52 it will be possible to structure the tree differently and more
flexibly.
LESSON SUMMARY
You should now be able to:
● Log On To The SAP System
● Explain the online development model
● Explain how multiple projects can exist in a single workspace
● Modify Eclipse preferences and project-specific settings
● Add a favorite package to an ABAP project
Lesson: Defining an ABAP Project
© Copyright. All rights reserved. 15
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	25. Unit 1
Lesson 4
Organizing  Work with the Eclipse Workbench
LESSON OVERVIEW
In this lesson, you will learn about the Eclipse Workbench as well as perspectives and the
views and editors they contain.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Describe the Eclipse Workbench
● Organize editors and views into perspectives
● Arrange objects for editing
● Navigate information and resources using views
● Access interface elements using Quick Access
The Eclipse Workbench
The term Workbench refers to the desktop development environment in Eclipse. It is used to
edit objects, manage views, and arrange the developer's work area.
Figure 12: The Eclipse Workbench
Each Workbench window contains one or more perspectives. Perspectives contain views and
editors. More than one Workbench window can exist on the desktop at any given time. For
© Copyright. All rights reserved. 17
 


	26. example, you may  open ABAP Development Tools but also SAP HANA Studio at the same
time.
Perspectives
A perspective is a window within the Eclipse Workbench. Each one is made up of an editor
area and a number of panes called views. A perspective provides the functionality necessary
for accomplishing a specific set of tasks or for working with specific types of resources. As
you work in the Workbench, you may find that you need to switch perspectives frequently.
Figure 13: A Perspective
Perspectives determine the initial set and layout of views in the Workbench window and
determine which options appear in some menus and toolbars. They define visible action sets,
which you can change to suit your own requirements. When you customize a perspective in
this way, you can save it for later use.
ABAP Development Tools provides several perspectives for the Eclipse workbench: the ABAP
perspective, the ABAP Profiling perspective, and the Debug perspective. The most important
of these is the ABAP perspective.
The ABAP perspective, like any other, provides an initial set of views and editors, and
determines their layout. Specifically, the ABAP views and editors allow you to work with ABAP
development objects that are managed by an ABAP backend system. When using the ABAP
perspective, you always have to establish a system connection which is represented by a
corresponding ABAP project. The ABAP perspective enables access to both Eclipse-based
and SAP GUI-based ABAP tools.
The ABAP perspective consists of an editor area containing various ABAP source code
editors, and the following views:
● Project Explorer
● Outline
● Task Repositories
● Task List
● Problems
Unit 1: Introduction to Eclipse
18 © Copyright. All rights reserved.
 


	27. ● Templates
● Properties
●  Feed Reader
● Transport Organizer
Editors
Most perspectives in the Workbench comprise an editor area and one or more views.
There are different editors for different ABAP development objects. The appropriate editor
opens automatically when you open the object. If there is no associated native editor for an
ABAP development object, the Workbench attempts to launch an external editor. For
example, the Eclipse Workbench has no editor for ABAP Dictionary objects such as structures
and tables. If you double-click an ABAP Dictionary object, the SAP GUI will be launched.
Figure 14: The ABAP Class Editor
You can have any number of editors open at the same time, but only one can be active. The
main menu bar and toolbar for the Workbench window always show operations that are
applicable to the active editor. Each open editor has a tab in the editor area. When an editor
has unsaved changes, its tab shows an asterisk (*).
By default, editors are stacked in the editor area, but you can choose to tile them in order to
view multiple source files simultaneously.
If there is a syntax error or problem with the source code, it is flagged with an appropriate icon
in the border of the left margin of the editor. Icons are also displayed there when you create
bookmarks, add breakpoints for debugging, or add a task. To see details about any of the
icons in the margin, simply move the mouse cursor over them.
To Arrange Objects for Editing
1. To tile editors horizontally, drag an editor tab down to the bottom of the editor area and
release it when a horizontal green box appears.
2. To tile editors vertically, drag an editor tab to the side of the editor area and release it
when a vertical green box appears.
3. To move an editor within the editor area, drag its tab to the desired location and release.
Note that editors cannot be moved into the view area.
Lesson: Organizing Work with the Eclipse Workbench
© Copyright. All rights reserved. 19
 


	28. 4. To minimize  the editor area, choose the Minimize button in the editor area's toolbar. Note
that the entire editor area is minimized to a trim stack. You cannot minimize individual
editors or views.
5. To restore a minimized editor area, choose the Restore button in its trim stack.
6. To maximize the editor area, choose the Maximize button in the editor area's toolbar.
Views
Views support editors and provide ways to navigate the information in your Workbench. For
example, the Project Explorer view allows you to see the project hierarchy and access specific
development objects.
Generally speaking, when you open a perspective, task-dependent views are automatically
opened too. You can open additional views at any time, of course.
Views also have their own menus. To open the menu for a view, click the triangular icon in the
view's title bar. Some views also have their own toolbars. The actions represented by buttons
on view toolbars only affect the items within that view.
A view can appear by itself, or stacked with other views in a tabbed notebook. You can change
the layout of a perspective by opening and closing views and by docking them in different
positions in the Workbench window.
To Arrange Views
1. To move a view, drag its tab to the desired location and release it when a green box or line
appears. Note that views cannot be moved into the editor area.
2. To move a group of tabbed views, drag the group's toolbar to the desired location and
release it when the green box or line appears.
3. To minimize a view or a group of tabbed views, choose the Minimize button in its toolbar.
The view or tabbed group of views is minimized to the window's trim stack.
4. To restore a view or group of tabbed views, choose the Restore button in its trim stack.
5. To maximize a view or group of tabbed views, choose the Maximize button in its toolbar.
6. To create a new view window, drag a view or tabbed group of views outside the
perspective. Note that this new window behaves as a separate entity - views can be
minimized, restored, and maximized within it.
7. To restore views that have been dragged out into a new window, drag a single view's tab or
the toolbar of a tabbed group of views back into the perspective.
Trim Stacks
When you minimize a tabbed notebook, a toolbar appears in the trim at the outer edge of the
workbench window. This toolbar is known as a trim stack.
Unit 1: Introduction to Eclipse
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	29. Figure 15: A  trim stack.
A trim stack has an icon for each of the views it contains. If you select one of these icons, the
associated view is displayed as an overlay on the existing presentation. Of course, you can
use the trim stack's Restore button to return all of the minimized views to their original
locations.
To Use Quick Views
1. Open a development object in the source code editor.
2. Choose Ctrl + O or in the editor's context menu, choose Quick Outline.
The Quick Outline in-place view appears for the currently opened development object.
3. Choose Ctrl + O once again.
The Quick Outline in-place view shows also all subcomponents of all superclasses and all
implemented interfaces. (This works only for classes.)
4. In the Quick Outline in-place view, you can filter the results list by typing the first
characters of an element.
To Pin a View
There are occasions when you would like to make changes in a view while also keeping its
current contents visible. For example, you want to compare the content of a view with a
second set.
Note:
You can only pin views if the Pin icon is displayed in their toolbar.
1. Open the view that you want to pin.
2. In the view's toolbar, choose the Pin the ## View button, where ## is the name of the view.
3. You can now open a new instance of the view without losing the original, and arrange them
side by side for comparison.
4. To unpin the view, choose the Pin the ## View button once again.
Lesson: Organizing Work with the Eclipse Workbench
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	30. Quick Access
The Quick  Access field is located in the top-right of the Workbench. It allows you to quickly
access UI elements such as views, commands, preference pages, and others.
Figure 16: The Quick Access field
To Use Quick Access
1. In the Quick Access field, start typing the name of the UI element you want to open.
A list of relevant elements appears as you type.
2. Choose the element you want to open from the list.
The UI element is opened.
LESSON SUMMARY
You should now be able to:
● Describe the Eclipse Workbench
● Organize editors and views into perspectives
● Arrange objects for editing
● Navigate information and resources using views
● Access interface elements using Quick Access
Unit 1: Introduction to Eclipse
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	31. Unit 1
Learning Assessment
1.  Eclipse is a proprietary tool developed by SAP.
Determine whether this statement is true or false.
X True
X False
2. Which of the following statements best describes SAP’s approach to Eclipse?
Choose the correct answer.
X A The Eclipse platform is an important part of SAP’s strategy for development tools
X B The Eclipse IDE is an interesting but non-essential addition
X C ABAP tools in Eclipse is just a proof of concept for the moment
3. Development in ABAP Development Tools is performed using the same online
development model used in the ABAP Workbench.
Determine whether this statement is true or false.
X True
X False
4. When you work with ADT, you log onto the ABAP backend system and remain logged on
for your entire session.
Determine whether this statement is true or false.
X True
X False
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	32. 5. Where can  you set your preferences for working with ADT?
Choose the correct answer.
X A In the project properties dialog box
X B Under Window → Preferences
X C In both the project properties dialog box and under Window → Preferences
6. Which of the following are perspectives in ADT?
Choose the correct answers.
X A ABAP
X B Transport Organizer
X C Debug
X D Package
Unit 1: Learning Assessment
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	33. Unit 1
Learning Assessment  - Answers
1. Eclipse is a proprietary tool developed by SAP.
Determine whether this statement is true or false.
X True
X False
Well done!
2. Which of the following statements best describes SAP’s approach to Eclipse?
Choose the correct answer.
X A The Eclipse platform is an important part of SAP’s strategy for development tools
X B The Eclipse IDE is an interesting but non-essential addition
X C ABAP tools in Eclipse is just a proof of concept for the moment
Well done!
3. Development in ABAP Development Tools is performed using the same online
development model used in the ABAP Workbench.
Determine whether this statement is true or false.
X True
X False
Well done!
4. When you work with ADT, you log onto the ABAP backend system and remain logged on
for your entire session.
Determine whether this statement is true or false.
X True
X False
Well done!
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	34. 5. Where can  you set your preferences for working with ADT?
Choose the correct answer.
X A In the project properties dialog box
X B Under Window → Preferences
X C In both the project properties dialog box and under Window → Preferences
Well done!
6. Which of the following are perspectives in ADT?
Choose the correct answers.
X A ABAP
X B Transport Organizer
X C Debug
X D Package
Well done!
Unit 1: Learning Assessment - Answers
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	35. UNIT 2 The  ABAP Development Cycle
in Eclipse
Lesson 1
Creating Repository Objects 29
Lesson 2
Editing a Repository Object 33
Lesson 3
Debugging ABAP in Eclipse 39
UNIT OBJECTIVES
● Create a repository object
● Improve coding speed using the ABAP editor's code completion utilities
● Debug applications in Eclipse
● Use the Jump to the Next Raised Exception feature
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	37. Unit 2
Lesson 1
Creating  Repository Objects
LESSON OVERVIEW
In this lesson, you will learn how to create repository objects and perform basic editor tasks.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Create a repository object
ABAP Repository Objects
The repository consists of all ABAP development objects, such as programs, function
modules, definitions of database tables, and so on. It contains objects delivered by SAP as
well as those defined by the customer.
Note:
The terms repository object and development object are often used
interchangeably.
When a repository object is created, it must be assigned to a package, unless it is a local
object which will not be transported.
Figure 17: Creating a Repository Object
Some repository objects can have sub-objects that are themselves repository objects. For
example, function modules belong to function groups. Furthermore, repository objects can
reference other repository objects.
ABAP Development Tools allows you to create and edit repository objects. Here are some of
the ABAP repository objects you can work with in ADT:
© Copyright. All rights reserved. 29
 


	38. ● ABAP programs
●  ABAP dictionary objects, such as database table definitions and data types
● Screens
● Web Dynpro components
● Function groups and function modules
● ABAP classes and interfaces
Different tools are available for creating, editing and displaying ABAP Repository Objects in
ADT. Some of these tools are native to Eclipse but some objects must be displayed and edited
in the SAP GUI.
Basic Editor Tasks
There are two basic functions that all developers will need to use when developing ABAP
applications. The first is syntax checking and the second is object activation.
Figure 18: Basic Editor Tasks
The keyboard commands used to perform these basic functions are exactly the same as
those of the SAP GUI-based editors (CTRL + F2 for syntax check, and CTRL + F3 for
activation). However, the buttons have slightly different icons.
Unit 2: The ABAP Development Cycle in Eclipse
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	39. Figure 19: Activation  Errors
As in the SAP GUI, a dialog box will appear if you attempt to activate an object that has syntax
errors. It is sensible to fix the errors at that point. Each problematic line of code is marked with
a red cross icon. If you hover your cursor over the icon, the associated error message is
displayed as a tooltip. You can also find information about the errors in the Problems view.
Eclipse and SAP GUI Editors
ABAP Development Tools integrates two different types of tools for ABAP development -
Eclipse-based tools and SAP GUI-based tools.
Eclipse-based tools integrate seamlessly into the Eclipse environment. They share the same
look-and-feel, as well as the same navigation functionality. Among the Eclipse-based tools are
the different types of ABAP Source Code editors, and the Outline, Tasks, and Problems views.
The SAP GUI is installed locally together with the Eclipse-based client. SAP GUI-based tools
represent, in the broadest sense, the tools and utilities of the traditional ABAP Workbench.
Typical examples are the Package Builder, parts of the ABAP Dictionary, and the utilities for
maintaining text elements for ABAP programs.
When you try to open a development object in the Project Explorer view, an Eclipse-based
editor will open if one is available. If not, a SAP-GUI based tool will open in the editor area. Any
additional objects that require a SAP GUI-based tool open in separate tabs in the editor area.
With GUI-based tools, you have complete access to the functionality of the traditional ABAP
Workbench. You can, for example, start any applications you need by entering a transaction
code or OK code.
You may occasionally want to start the SAP GUI independently of the selection of any
development object – for example, you may want to change user settings. To do so choose
Ctrl + 6 or choose the Open SAP GUI button on the Workbench toolbar . Select the relevant
ABAP project and choose OK. The SAP GUI will be launched in the editor area of the ABAP
Perspective.
Transport
Development projects are carried out in a development system. Upon completion, the
development objects associated with that project must be transported to other systems for
testing or to the production system. This happens via a change request. Change requests are
often referred to as transport requests.
Lesson: Creating Repository Objects
© Copyright. All rights reserved. 31
 


	40. Figure 20: Transport  Between a Development System and a Production System
Change requests are created by the project manager at the start of the development process.
Each developer working on the project is assigned a ‘task’ in the change request. When a
development object is edited or created, the developer responsible assigns the change to the
change request. The object is entered into the developer’s task. This means that every
repository object that a developer works on during the lifetime of a development project is
collected within his or her individual task.
When a repository object is created, it must be assigned to a change request (unless it has
been created as a local object, that is, it belongs to $TMP)
The Transport Organizer view in ABAP Development Tools offers the basic transport
functionality of the SAP GUI- based Transport Organizer. You can use it to perform the
following functions:
● View the transport requests, tasks, and object lists of any user.
● Filter for requests, tasks, and objects.
● Create, change, and delete transport requests.
● Change ownership of transport requests.
● Run consistency checks.
● Release transport requests and tasks.
To access additional transport functionality, you can double-click a transport request or a
task to launch the SAP GUI-based Transport Organizer within Eclipse.
LESSON SUMMARY
You should now be able to:
● Create a repository object
Unit 2: The ABAP Development Cycle in Eclipse
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	41. Unit 2
Lesson 2
Editing  a Repository Object
LESSON OVERVIEW
In this lesson, you will learn how to improve coding speed using ABAP Development Tools'
code completion utilities and templates.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Improve coding speed using the ABAP editor's code completion utilities
Keyword Completion
ADT's keyword completion feature allows you to reduce the time spent on pure code editing
by proposing valid ABAP keywords and identifiers that may be inserted at any given position
within the source code. To use keyword completion, you simply begin typing the first few
characters of a keyword or identifier - suggestions appear automatically.
Figure 21: Using Keyword Completion
If the initial suggestion is correct, simply choose the TAB key to accept it. To see more
options, choose Ctrl + Space, and then choose the desired ABAP keyword or identifier from
the list of suggested entries.
Note:
Keyword completion can be turned off in Preferences but it's enabled by default.
Code Completion
The keyboard shortcut Ctrl + Space is not used solely for keyword completion. You can also
use it to access code completion suggestions for the following:
● Data objects declared within the application
● Methods, attributes, and events
© Copyright. All rights reserved. 33
 


	42. ● Function modules
●  Class names
Figure 22: Using Code Completion
When you choose Ctrl + Space, a full list of objects matching what you have already typed
appears. As you continue to type, the list is narrowed down. To insert the name of a variable,
function module, or method into your code, select the entry and choose Enter or double-click
the name. For function modules and methods, you will often want to insert not just the name
but also the full interface or signature. To do this, highlight the function module or method
and choose Shift + Enter.
Static Code Templates
ABAP code templates are structured descriptions of coding patterns that can be used in
ABAP source code. Their use allows developers to reduce the time they spend on routine
editing activities and to improve consistency.
ABAP code templates go beyond the functionality of simple code snippets. They are
integrated with ADT's code completion feature and they can use both predefined and custom
variables. ADT contains a number of predefined code templates but you can easily create
your own, either by editing an existing template or by starting from scratch. Templates can be
inserted into the ABAP source code editor using the same keyboard command - Ctrl + Space -
that is used for keyword and code completion.
Unit 2: The ABAP Development Cycle in Eclipse
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	43. Figure 23: Displaying  Available Code Templates
While there are a number of standard variables that can be used - as listed in the table below -
the main advantage of code templates is that you can define your own placeholders. When
you insert the template in your code, you provide values to replace the placeholders. If a
placeholder is used more than once, the value replaces all of its occurrences. This helps to
avoid typing errors or errors caused by forgetting to re-name a particular variable at a
particular position in a block of code.
ADT's standard variables are shown in the following table:
Table 1: Standard Variables in ADT
Variable Description
Cursor Specifies the cursor position after leaving
template edit mode.
Date Equates to the current date.
Dollar Equates to the dollar symbol ($).
line_selection Equates to the content of all currently select-
ed lines.
Time Equates to the current time.
word_selection Equates to the content of the currently se-
lected text.
Year Equates to the current year.
ADT also contains a number of ABAP-specific template variables. These are shown in the
following table:
Table 2: ABAP-Specific Variables in ADT
Variable Description
enclosing_object Equates to the name of the development ob-
ject displayed in the current editor, such as
the name of a class or include program.
Lesson: Editing a Repository Object
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	44. Variable Description
enclosing_package Equates  to the package, which the develop-
ment object belongs to.
system_id Equates to the ABAP System ID.
User Equates to the name of the user that is cur-
rently logged in to the ABAP system.
You can also drag and drop code templates into your code from the Templates view.
Figure 24: Dragging and Dropping Code Templates
You can view, edit, or create new ABAP code templates in ADT Preferences. The options are
very similar to those available when creating code templates in the ABAP Editor of the SAP
GUI.
Unit 2: The ABAP Development Cycle in Eclipse
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	45. Figure 25: Creating  code templates.
To create a placeholder within a template, use the dollar sign followed by the name of the
placeholder enclosed in braces. Note that the editor for code templates does not provide a
syntax check.
LESSON SUMMARY
You should now be able to:
● Improve coding speed using the ABAP editor's code completion utilities
Lesson: Editing a Repository Object
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	47. Unit 2
Lesson 3
Debugging  ABAP in Eclipse
LESSON OVERVIEW
In this lesson, you will learn about the Debug perspective in ABAP Development Tools in
Eclipse, as well as the use of the Jump to Next Raised Exception feature.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Debug applications in Eclipse
● Use the Jump to the Next Raised Exception feature
The Debug Perspective
ABAP Development Tools includes a native debugger.
Note:
ADT's native debugger is only available if your AS ABAP system has SAP Kernel
7.21 or higher. If you do not have this release, you have to use the GUI-based
debugger.
Figure 26: The Default Arrangement of the Debug Perspective
Its key capabilities are as follows:
● Navigation via step functions and the call stack
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	48. ● Flexible variable  display and modification
● Internal table display
● Breakpoints
● Debugging after a runtime error
● Display the attributes of an exception object
● Jump to the location of an exception that occurred during a debugger step
● Direct editing in the debugger
This last feature - the ability to correct a mistake as soon as you find it - is very useful and is
not available in the SAP GUI-based debugger. Other features are available in the SAP GUI
debugger but not the ADT debugger. Some are available in both.
The following table summarizes the situation regarding feature availability:
Table 3: Debugger Feature Availability
Feature ADT Debugger SAP GUI Debugger
Setting breakpoints Yes Yes
Watchpoints Yes (Depending on release) Yes
Conditional breakpoints Yes Yes
Stepping through code Yes Yes
Displaying variable values Yes Yes
Analyzing internal tables Internal table rows can be
displayed and edited in the
ABAP Internal Table view, but
the view cannot be custom-
ized.
Yes, with extensive customi-
zation options
Displaying structures Structures can be displayed
by field, but the view cannot
be customized. Use the SAP
GUI debugger if you need to
apply a layout to the display
of a structure.
Yes
Displaying objects Structured display of object
contents is supported, but
the capabilities for customiz-
ing the data display of the
Objects tool are not offered.
Use the SAP GUI debugger if
you need this functionality.
Yes
Comparing data objects Not for complex data objects
– use the Diff tool in the SAP
GUI Debugger for that.
Yes
Analyzing memory use No Yes
Unit 2: The ABAP Development Cycle in Eclipse
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	49. Feature ADT Debugger  SAP GUI Debugger
Debugger scripting No Yes
Change debugger settings Yes Yes
Direct editing of code in the
debugger
Yes No
When ABAP encounters an active breakpoint, ADT switches from the ABAP perspective to the
Debug perspective. The first time this happens, you will be asked to confirm the change.
When you do, you can also tell ADT to switch automatically in future.
Figure 27: The Debug Perspective
The main areas of the Debug perspective are as follows:
● The navigation toolbar of the Debug view lets you control execution in the debugger,
stepping through your code, resuming or canceling execution.
● The Debug view also shows you the active call stack. You can click on entries in the call
stack to open the code at that level of the stack. You can then inspect active variables, set
breakpoints, or edit your code.
● Variables and Breakpoints are on tabs and share a view. A double-click on a variable in the
code view shows you the value and attributes of the variable in the Variables view. In the
Breakpoints view, you can see the list of active and inactive breakpoints. Double-click on a
breakpoint to jump to its location in the code. Mark or unmark a breakpoint to activate or
deactivate it. Any such changes are effective in the current debugging session.
● The editor view shows the code you are debugging. You can follow debugger execution in
the code, show the values of variables by hovering with the cursor over them, and open
them in the Variables view by clicking on them. You can correct mistakes in your coding
directly in the editor; there's no need to switch to the ABAP perspective to edit your code.
● The ABAP Internal Table view opens at the bottom of the Debug perspective. Double-
clicking on an internal table opens the table not only in the Variables view but also in the
Lesson: Debugging ABAP in Eclipse
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	50. ABAP Internal Table  view. You can also type an internal table name directly into the view or
find a table in the code that you are debugging. You can view and edit the rows of the table,
re-arrange table columns for better display using drag-and-drop, and so on.
Debugger Settings
You can change how the ABAP debugger behaves using the General Settings (choose
Window → Preferences and then choose Debug under the ABAP Development node). The
choices you make here apply to all of your ABAP projects.
The options are presented in the following table:
Table 4: ABAP Debugger Options
Option Description
Enable debugging of system programs Mark this checkbox to make ABAP system
programs visible in the debugger. If this op-
tion is not activated, the debugger will not
display code in system programs (although it
will be executed), and it will not stop at
breakpoints set in system programs.
Always create exception object If you select this option, the debugger always
creates an exception object, even for CATCH
statements without an INTO addition. This al-
lows you to examine the attributes of an ex-
ception object regardless of whether the
code uses it.
Suspend sending of background RFC re-
quests
Mark this option to have background RFC
function module calls recorded by the sys-
tem, but not executed. You can then debug
such calls with transaction SBGRFCMON in
the integrated SAP GUI. Since these calls are
deleted after execution, suspending their ex-
ecution is necessary for analyzing them with
the debugger. In older releases, this option
also works for tRFC (transactional RFC) calls.
These are held without being executed, so
that you can examine them in transaction
SM58 in the integrated SAP GUI.
Enable debugging of automatic construction
of shared object areas
Mark this option to have the debugger start
on entering the process that creates a shared
object memory area.
Show message if breakpoint cannot be set Mark this option to enable or disable warning
messages, if a breakpoint that you have re-
quested cannot be set. Breakpoints cannot,
for example, be set on some ABAP state-
ments for source code modularization, such
as CLASS or PUBLIC SECTION. If this option
is marked, then you will be warned that you
cannot set a breakpoint at such a statement.
Otherwise, the warning is suppressed.
Unit 2: The ABAP Development Cycle in Eclipse
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	51. Jump to Raised  Exception Location
When an exception occurs during a step in the ABAP debugger, you are notified by the display
of a red '!' exclamation point in the left hand gutter of the editor window.
Figure 28: A Raised Exception
You can use the context menu of the line where the exception has been raised to access the
Go to Exception Raise Location and Show Exception Variable functions. To return to the
CATCH statement, use the keyboard shortcut Alt + Left Arrow.
To Display Raised Exceptions in the ABAP Debugger
When an exception is raised during the debugging process, a red exclamation mark appears in
the left-hand margin of the editor window.
1. To jump to a raised exception, choose the context menu of the line marked with a red
exclamation mark in the source code and choose Go to Exception Raise Location.
2. To display the attributes of the exception object, choose the context menu of the line
marked with a red exclamation mark in the source code and choose Show Exception
Variable.
LESSON SUMMARY
You should now be able to:
● Debug applications in Eclipse
● Use the Jump to the Next Raised Exception feature
Lesson: Debugging ABAP in Eclipse
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	53. Unit 2
Learning Assessment
1.  ADT contains native Eclipse editors for which kinds of repository objects?
Choose the correct answers.
X A ABAP programs
X B Data elements
X C ABAP classes
X D Packages
X E Text elements
2. Which keyboard shortcut do you use to copy a method and its signature into your code
after using CTRL+SPACE and choosing the relevant method?
Choose the correct answer.
X A Shift + Enter
X B Ctrl + Enter
X C Alt + Enter
X D Ctrl + Shift + Enter
3. Which of the following functions are available in both the ADT Debug perspective and the
SAP GUI Debugger?
Choose the correct answers.
X A Setting breakpoints dynamically during debugging
X B Memory analysis
X C Source code editing in the debugger
X D Displaying the contents of an internal table
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	54. Unit 2
Learning Assessment  - Answers
1. ADT contains native Eclipse editors for which kinds of repository objects?
Choose the correct answers.
X A ABAP programs
X B Data elements
X C ABAP classes
X D Packages
X E Text elements
Well done!
2. Which keyboard shortcut do you use to copy a method and its signature into your code
after using CTRL+SPACE and choosing the relevant method?
Choose the correct answer.
X A Shift + Enter
X B Ctrl + Enter
X C Alt + Enter
X D Ctrl + Shift + Enter
Well done!
3. Which of the following functions are available in both the ADT Debug perspective and the
SAP GUI Debugger?
Choose the correct answers.
X A Setting breakpoints dynamically during debugging
X B Memory analysis
X C Source code editing in the debugger
X D Displaying the contents of an internal table
Well done!
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	55. UNIT 3 Function  Groups and Function
Modules
Lesson 1
Creating a Function Group and a Function Module 49
UNIT OBJECTIVES
● Create a Function Group and a Function Module
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	57. Unit 3
Lesson 1
Creating  a Function Group and a Function
Module
LESSON OVERVIEW
In this lesson, you will learn how to create function groups and function modules.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Create a Function Group and a Function Module
The Source-Based Function Module Editor
Just as it does with ABAP classes, ADT provides a powerful source-based editor for working
with function modules. The function editor displays a function module as one source code
unit, with a definition part and implementation part in the editor. (The Function Builder in the
SAP GUI, by contrast, has separate tabs for each parameter category, exceptions, and the
source code.) Like the ABAP class editor, ADT’s function editor is complemented by the
Outline view and the Quick Outline window, which provide convenient navigation capabilities
and a structured view of your source code.
As you cannot define the parameters of a function module using tabs in a form-based tool like
you would in the SAP GUI, you do so by using the IMPORTING, EXPORTING, CHANGING,
RAISING, and EXCEPTIONS additions in the FUNCTION statement. This works in the same
way as the METHODS statement in a class - you list all of the parameters in the FUNCTION
statement separated by spaces (no commas). Here are some important points to bear in
mind regarding the definition part:
● In the interests of clarity, you must define a type for each parameter.
● When you open an existing function module, the system checks if the type of an
IMPORTING, EXPORTING, or CHANGING parameter was declared when the function module
was originally created. If not, the editor automatically assigns the generic type TYPE ANY
to the parameter.
● For table parameters without a type, the editor adds the generic type TYPE STANDARD
TABLE.
● You cannot add or save any comments in the definition part - they are lost after activation.
After the FUNCTION statement comes the actual implementation of the function module. This
concludes at the ENDFUNCTION statement.
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	58. Figure 29: The  Function Editor
Note that when you open a function module in the editor, there can be empty lines between
the definition part and the implementation part. The reason for this is that the editor
automatically adapts the first implementation line, so that it is the same line both in the ADT
editor and in the Function Builder of the ABAP Workbench. The position is important for
navigation services, the syntax check, and the position of syntax error markers.
LESSON SUMMARY
You should now be able to:
● Create a Function Group and a Function Module
Unit 3: Function Groups and Function Modules
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	59. Unit 3
Learning Assessment
1.  You are creating a function module in ADT. How can you define its interface without
leaving the function module editor?
Choose the correct answer.
X A Use the IMPORTING, EXPORTING, CHANGING, EXCEPTIONS, and RAISING
additions in the FUNCTION statement
X B You can’t – the interface must be edited using the Function Builder in the SAP GUI
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	60. Unit 3
Learning Assessment  - Answers
1. You are creating a function module in ADT. How can you define its interface without
leaving the function module editor?
Choose the correct answer.
X A Use the IMPORTING, EXPORTING, CHANGING, EXCEPTIONS, and RAISING
additions in the FUNCTION statement
X B You can’t – the interface must be edited using the Function Builder in the SAP GUI
Well done!
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	61. UNIT 4 ABAP  Dictionary Objects in
Eclipse
Lesson 1
Working With Data Elements 55
Lesson 2
Working With Structures 57
Lesson 3
Modelling Views with ABAP Core Data Services 63
UNIT OBJECTIVES
● Work With Data Elements in ADT
● Work With Structures in ADT
● Model views with ABAP Core Data Services
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	63. Unit 4
Lesson 1
Working  With Data Elements
LESSON OVERVIEW
In this lesson you will learn how to use the new data element editor in ADT.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Work With Data Elements in ADT
The Data Element Editor
If your AS ABAP backend system has Release 7.50 or higher, you can use the new Eclipse
editor for data elements.
Figure 30: Creating A New Data Element
To create a new data element, open the New ABAP Repository Object dialog box and choose
Dictionary → Data Element. In the dialog box that follows, enter a package for the new data
element and its name, remembering to observe the relevant naming conventions.
When you choose Next, you are prompted for a transport request (unless you are creating a
local object).
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	64. Figure 31: The  Data Element Editor
On the next screen, you fill out the details of the data element. The category is usually a
domain, but could also be a built-in ABAP Dictionary type, a reference to a Dictionary type, or
a reference to an object type (class or interface). Enter the name of a domain (value help is
available using Ctrl + Space) or, if you want to create a new domain, select the label Type
Name. Enter the field labels as you would in the normal SAP GUI editor.
In the Additional Properties section you can assign a search help and a Set/Get Parameter to
the data element. Once again, you can create new objects by selecting the corresponding field
label.
LESSON SUMMARY
You should now be able to:
● Work With Data Elements in ADT
Unit 4: ABAP Dictionary Objects in Eclipse
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	65. Unit 4
Lesson 2
Working  With Structures
LESSON OVERVIEW
In this lesson you will learn how to use the new structure editor in ADT and the syntax for
declaring structures.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Work With Structures in ADT
The Structure Editor
Figure 32: The Structure Editor
If your AS ABAP backend system has Release 7.50 or higher, you can create and edit
structures using a source-code based editor in Eclipse rather than the form-based editor in
the SAP GUI. This editor provides you with all of the features of the SAP GUI editor, allowing
you to create components typed according to data elements, built-in ABAP Dictionary types
such as CHAR, DEC, or NUMC, reference types, other structures, and internal tables. You can
also define foreign-key checks and assign search helps to structure components.
For semantic information about the structure or its components, such as its enhancement
category of the structure, or the semantic description of a foreign key relationship there is a
set of annotations that begin with the @ character.
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	66. The structure editor  in ADT includes code completion which, as always, you invoke with the
keyboard shortcut Ctrl + Space.
Syntax For Creating Structures
Figure 33: Syntax Of A Structure Definition
The figure, Syntax For Creating Structures, shows the default code that ADT inserts into the
structure editor when you create a new structure. The definition of the structure begins with
the define type keyword. You define the components of the structure within the braces.
The structure definition contains both definitions and annotations. Definitions describe a
component and its type, annotations provide additional semantic information either about an
individual component or about the entire structure.
You describe the type of a component using the form name : type. Annotations begin with
the @ symbol. If they relate to the entire structure, you place them before the structure
definition. If you need to create an annotation relating to a single component, you place it
before the component definition. Each component definition ends with a semicolon.
The two annotations belonging to the structure are its label, which corresponds to the short
text of the structure, and its enhancement category. This can have one of the following values:
● #NOT_EXTENSIBLE
● #EXTENSIBLE_CHARACTER
● #EXTENSIBLE_CHARACTER_NUMERIC
● #EXTENSIBLE_ANY
Unit 4: ABAP Dictionary Objects in Eclipse
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	67. Figure 34: Types  Of Structure Components
There are various ways of defining the type of a structure component:
● Elementary type
● Reference type
● Structured type
● Internal table type
For structures and internal tables, you enter the name of an existing structured or internal
table type from the ABAP Dictionary. A reference type can refer to either an object type (class
or interface) or a data type.
To define the type of an elementary component, specify either the name of a data element or
a native ABAP Dictionary type. To specify an ABAP Dictionary type, use the namespace #
+abap. followed by the usual type name. If the type has a variable length, specify the length
in parentheses. For type dec, which also has a number of decimal places, specify the length
(in digits) and the number of decimal places separated by a comma.
Figure 35: Including Structures
Just as in the SAP GUI-based editor, you can include one structure in another. In ADT, you do
this using the include keyword. Remember that each component in the structure must have
a unique name.
Lesson: Working With Structures
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	68. Figure 36: Foreign  Key Definitions in Structures
Structure fields can have a foreign key definition, which is useful if you use the structure fields
in your user interface. You specify the foreign key relationship using the with foreign key
addition. The compulsory elements of the foreign key relationship are the check table (in this
case scarr) and the assignment of key values, which you include in a where expression.
A foreign key definition can also have further semantic details that are normally optional, but
in certain special cases obligatory. These are the cardinality of the foreign key, which is
specified in brackets. The cardinality [0..*,1] means, for example, that a value may be used
any number of times in the structure field (or not at all) and that it corresponds to a single
entry in the check table. This is the default, and by far the most common, cardinality. The
other semantic information is the foreign key type, which you specify as an annotation.
Possible values are #KEY, #NON_KEY, and #TEXT_KEY.
Note:
For further information about foreign key relationships, refer to class BC430 —
ABAP Dictionary.
Figure 37: Search Help For A Structure Field
If you're going to use the fields of your structure on the user interface it's helpful to the end-
user to have value help. Fields with a foreign-key relationship always have value help
automatically, but you can assign a search help to any structure field using the with value
help addition. The where expression assigns components from the structure to parameters
of the search help. This enables the system to show only the possible values that fit to other
entries that the user has already made.
Unit 4: ABAP Dictionary Objects in Eclipse
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	69. Figure 38: Annotation  For Currency Fields
Structure components with the ABAP Dictionary type CURR (currency amount) must always
be linked to a corresponding component with ABAP Dictionary type CUKY (currency key).
Without this relationship, the system cannot ensure that the amount will be formatted with
the correct number of decimal places. Consequently, CURR component without this link cause
syntax errors. To specify the currency component, use the annotation
@Semantics.amount.currencyCode.
LESSON SUMMARY
You should now be able to:
● Work With Structures in ADT
Lesson: Working With Structures
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	71. Unit 4
Lesson 3
Modelling  Views with ABAP Core Data Services
LESSON OVERVIEW
In this lesson, you will learn how to model views with ABAP Core Data Services.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Model views with ABAP Core Data Services
ABAP Core Data Services
Core Data Services represent a new way of modeling data in the ABAP Dictionary. Instead of
writing complex joins in ABAP programs, you can now use the SQL Data Definition Language
(DDL) to describe joins or even entities, and then access them using SELECT statements. In
contrast to conventional database views, in which only inner joins are allowed, you can use
CDS views to implement left or right outer joins and unions.
This table summarizes the differences between a conventional database view and a Core Data
Services view:
Table 5: Conventional Database Versus Core Data Services Views
Conventional Database View Core Data Services View
Inner join only Different kinds of joins
No aggregates Aggregate functions
Simplified joining using associations
Core Data Services are a part of the new Open SQL implementation in ABAP for Release 7.40;
as such, they are available on all database platforms supported by SAP (and should not, for
example, be confused with platform-specific SAP HANA views).
You define Core Data Services views using an Eclipse-based editor in ADT. There is not
currently an equivalent editor in the SAP GUI-based ABAP Workbench.
To create a new view, choose New → ABAP Repository Object, then choose Dictionary → DDL
source.
The simplest possible view is a projection on a single table. In the example shown in the
following figure, Core Data Services Single Table View, there is also a simple arithmetic
expression.
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	72. Figure 39: Core  Data Services Single Table View
A further notation that you might encounter is:
DEFINE VIEW zview AS SELECT c1, c2, c3
FROM dbtab
Using CDS views, you can represent different kinds of joins. Instead of a join, you can also
define associations between tables, as shown in the following graphic. This has the advantage
that you can address related tables using a path expression rather than a complex join
condition.
Unit 4: ABAP Dictionary Objects in Eclipse
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	73. Figure 40: Core  Data Services Views — Join Versus Association
The name of the view is also the name of a corresponding ABAP Dictionary type that you can
use to define structures and internal tables. To select data using a CDS view, you must use
the new Open SQL syntax, which has the following new features:
● Arithmetic expressions
● CASE distinction
● Right outer joins
● Access to Core Data Services views
With regard to the new Open SQL syntax, please note the following:
● All column lists (after SELECT, ORDER BY, GROUP BY) are comma separated
● All ABAP variables must be preceded by the escape character @
LESSON SUMMARY
You should now be able to:
● Model views with ABAP Core Data Services
Lesson: Modelling Views with ABAP Core Data Services
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	75. Unit 4
Learning Assessment
1.  A Core Data Services View can only implement an inner join.
Determine whether this statement is true or false.
X True
X False
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	76. Unit 4
Learning Assessment  - Answers
1. A Core Data Services View can only implement an inner join.
Determine whether this statement is true or false.
X True
X False
Well done!
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	77. UNIT 5 ABAP  Objects and Eclipse
Lesson 1
Creating a Global Class 71
Lesson 2
Refactoring 79
UNIT OBJECTIVES
● Create a global class
● Use a refactoring Quick Fix
● Rename an element
● Extract a method
● Delete unused variables
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	79. Unit 5
Lesson 1
Creating  a Global Class
LESSON OVERVIEW
In this lesson, you will learn about classes, attributes, methods, and Quick Fixes.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Create a global class
The Source-Based Class Editor
Class editors in Eclipse for languages such as Java or C++ are source-code based, and ADT is
no exception. Instead of using the form-based Class Builder as you know it from the SAP GUI,
you edit ABAP classes in a source code editor that shows the entire class. An Outline view and
various navigation functions and quick fixes help you to edit and navigate the class easily.
Figure 41: The Source-Based Class Editor
To create a new class in the Project Explorer view, choose the context menu of the relevant
package and choose New → ABAP Class to launch the class creation wizard. After you provide
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	80. the initial details,  such as the class name, and the superclass that the class should inherit
from (if any), the initially-generated source code is displayed and is ready for editing.
This table summarizes the tabs that are available in the class editor after you have created an
ABAP class:
Table 6: ABAP Class Editor Tabs
Tab Description
Global class Class that is stored in the class library of the
central ABAP repository.
Class-relevant local types Contains local definitions that are referenced
in the private section of the global class. Note
that when these definitions are changed, all
sub-classes and friends of the global class
must be recompiled because they might de-
pend on these definitions.
Local types Contains local definitions that are not refer-
enced by the global class.
Test classes Contains ABAP unit test classes that enable
automated tests during the development
phase.
Macros Contains macro definitions for the given
global class. Note that macros are regarded
as obsolete technology and should no longer
be used in ABAP classes.
The Structure of an ABAP Class
As you are working with a whole class in the editor, you must be familiar with its structure. A
class declaration has two parts – the definition and the implementation.
Figure 42: Definition and Implementation in Sections of an ABAP Class
In the definition part, you can declare the following in either the PUBLIC, PROTECTED, or
PRIVATE visibility sections:
● Types
● Constants
Unit 5: ABAP Objects and Eclipse
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	81. ● Instance and  static attributes
● Instance and static methods
● Instance and static events
You can also declare interfaces that the class is to implement.
Note:
Interfaces can only be declared in the PUBLIC section.
Figure 43: ABAP Class Structure
When you create a new class in ADT, the generated stub will contain the DEFINITION part with
the three visibility sections, and the IMPLEMENTATION part:
Figure 44: ABAP Class Stub
To create a new class in ADT, choose the context menu for the relevant package and choose
New → ABAP Class. Enter the name of the class, observing the naming convention [Z|Y]CL_.
If the class is to be derived from a superclass, enter the superclass name in the dialog box. In
the editor, you should then see similar coding to the above.
The Outline View of an ABAP Class
When you open an ABAP Class in the source code editor, the Outline view for this object will
also be opened in the ABAP perspective by default. The Outline view displays the internal
structure of the class (as it does for an ABAP interface, or program). In the case of an ABAP
Lesson: Creating a Global Class
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	82. Class, it lists  structural elements such as attributes, data types, and methods. It's similar in
nature to the Object List in SE80.
Figure 45: The Outline View of an ABAP Class
The outline provides a good overview of the internal structure of a development object and is
particularly useful when an object is unusually complex. It also offers filters that allow you to
display or hide certain elements in order to achieve a better overview. The outline is
synchronized with the contents of the source editor. Therefore, when you select an element in
the Outline view, you can navigate quickly to the corresponding position in the ABAP source
code.
Note:
The outline is synchronized with the contents of the editor, even if the latter are
not yet saved.
Additional functionality is available in the context menu of the structural elements that are
shown in the Outline view.
Unit 5: ABAP Objects and Eclipse
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	83. Figure 46: The  Context Menu in the Outline View
The following table summarizes the most important context menu functionality:
Table 7: Context Menu Functionality in the Outline View
Function Description
Navigate to Declaration Navigates to the declaration part in the
source code editor.
Navigate to Implementation Navigates to the implementation part in the
source code editor.
Run as > ABAP Unit Test Enables you to launch the test environment
for the class, when a test method of a test
class is chosen.
Quick Fixes
In Eclipse, Quick Fixes are shortcuts to help you complete tasks or resolve errors that are
proposed automatically by the editor. The class editor in ADT provides quick fixes for
common recurring editor tasks.
Lesson: Creating a Global Class
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	84. Figure 47: A  Quick Fix
The key combination Ctrl + 1 shows you available quick fixes in a dialog box. In a class, these
might be:
● Add the implementation of a declared method.
● Add all methods implementations that are still missing (for example, all methods of an
interface).
● Move a method to a different visibility section within the class.
Special Classes and Exception Classes
Special Classes
Some kinds of ABAP classes, such as ABAP Unit test classes and exception classes, contain
additional generated coding when you create them in the Class Builder in the ABAP
Workbench. In ADT, this additional coding can be added to a class using code templates. You
will learn about ABAP Unit test classes later.
Exception Classes
Exception classes are used to represent errors that can occur in an application. Some are
system exceptions predefined by SAP (for example, CX_SY_ZERODIVIDE) while others are
created during application development to represent application-specific errors.
The two main characteristics of user-created exception classes are as follows:
● They are subclasses of the abstract class CX_STATIC_CHECK (or of another exception
class)
● They contain one or more texts that describe the error. In ADT, these texts must be
messages from message classes.
Note:
This is different to exception classes created in the ABAP Workbench, where
the error texts can also be defined directly in the Class Builder.
Unit 5: ABAP Objects and Eclipse
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	85. Figure 48: Assigning  an Exception Class to the Superclass CX_STATIC_CHECK.
Figure 49: Adding the Template textIdExceptionClass.
An exception class must be created with the prefix [Z|Y]CX_ and be assigned to the
superclass CX_STATIC_CHECK (or another suitable exception superclass). Once you’ve
created the class, use code completion to add the template textIdExceptionClass to its public
section.
The code template includes the definition of a structured constant with the components
shown in the following table:
Lesson: Creating a Global Class
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	86. Table 8: Structured  Constant Components
Component Meaning
msgid Message class
msgno Message number
attr1 First placeholder
attr2 Second placeholder
attr3 Third placeholder
attr4 Fourth placeholder
Once the code template has been included, simply change the values of the components
above to reference the message class and message number which represents the descriptive
error text for the exception. If the message contains placeholders, the values of the
components ATTR1 to ATTR4 should be set to the names of appropriate attributes in the
exception class.
Once filled with appropriate values, the constant can be used in the instance constructor of
the exception class, in place of the default message text constant
IF_T100_MESSAGE=>DEFAULT_TEXTID.
LESSON SUMMARY
You should now be able to:
● Create a global class
Unit 5: ABAP Objects and Eclipse
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	87. Unit 5
Lesson 2
Refactoring
LESSON  OVERVIEW
In this lesson, you will learn about refactoring, renaming elements, extracting methods, and
cleaning up unused variables.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Use a refactoring Quick Fix
● Rename an element
● Extract a method
● Delete unused variables
Refactoring
Developers often need to restructure source code to make it easy to understand, to extend it,
and also make it operate more efficiently. But the ripple effects of restructuring can lead to
broken dependencies. Refactoring eliminates the need for the tedious editing that is
otherwise necessary to fix such breaks.
Renaming source code entities, method extraction and unused variable deletion are forms of
refactoring. They are covered later in this lesson. Here are some other refactoring options:
● Aided conversion of local variables to make them components of a class, and therefore
available for all methods of the class. This could be extracting constants to substitute
literals with a constant or extracting variables to substitute literals.
Note:
This function is only available in SAP NetWeaver 7.40 or higher.
● Changing visibility of components, by moving component definitions between the public,
protected and private sections.
● Implementation of unimplemented methods.
The Rename Feature
ABAP Development Tools provides an intelligent search and renaming function that can find
and rename variables, methods, and subroutines, as well as other elements of an ABAP
program. ABAP classes and ABAP interfaces can also be renamed.
There are two main options – renaming only within a single piece of source code (for example
a program), or renaming across multiple repository objects.
In the example shown in the following graphic, the second option would be particularly useful.
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	88. Figure 50: Renaming  — Before
If the method METHODA were to be renamed, the change would be required in both the
DEFINITION and IMPLEMENTATION section of the class ZCL_BC404_REFACTOR, but also in
the program ZBC404_REFACTOR, where the method is called.
Using the functionality in ABAP Development Tools, these changes can be made in one simple
step. To do this, simply select the name of the element to be renamed (in this example,
METHODA), then use the keyboard command ALT + SHIFT + R. A window will be displayed
where the necessary settings can be made. After a new name is chosen for the method, a list
of repository objects where it is used is displayed, as shown in the following graphic.
Unit 5: ABAP Objects and Eclipse
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	89. Figure 51: Renaming  a Method
The name change will be applied across all of them, and it is possible to specify that all objects
should be automatically activated after the change has been applied.
This makes it extremely quick and easy to make such a change to a method which is used in
many different places.
The following figure, Renaming — After, shows the results after the method has been
renamed.
Figure 52: Renaming — After
Lesson: Refactoring
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	90. The Extract Method  Feature
Method extraction involves moving a code block to a new method and replacing the block with
a call to that new method. To perform method extraction, you must be editing a global or local
ABAP class in a class pool, a program, or another type of ABAP program. Your code should
also be free of syntax errors before you begin.
Note:
Method extraction is not supported in code outside of classes and that you can
only extract a method within the start and end area of another method.
To extract a method, select the code, and then choose Source → Extract Method from the
context menu, or use the keyboard command ALT + SHIFT + M.
Figure 53: Extracting a Method - Before
Figure 54: Extracting a Method - After
Unit 5: ABAP Objects and Eclipse
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	91. Unused Variables
Unused variables  can accumulate in code over time, for various reasons. Perhaps you no
longer needed the code that used the variable and deleted the code but not the variable. Or
you may have extracted a method, leaving behind data declarations that are outside of the
scope of the extracted code.
Whatever the cause, ADT enables you to automatically find and delete both unused local
variables within the scope of a method, function module, or subroutine, or unused global
variables within a class, function group, or report. You must have an ABAP program open in
the editor before you can delete its unused variables. When you have done so, all deletions are
marked and you can hover the cursor over each mark to see exactly what has been deleted.
Note:
No variables that are declared in the PUBLIC or PROTECTED sections of a class are
deleted.
LESSON SUMMARY
You should now be able to:
● Use a refactoring Quick Fix
● Rename an element
● Extract a method
● Delete unused variables
Lesson: Refactoring
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	93. Unit 5
Learning Assessment
1.  You are creating an ABAP class in ADT and have just written the definition of a method in
the public section of the class definition. You press Ctrl + 1 to see the available quick fixes.
Which fixes are available?
Choose the correct answers.
X A Add the implementation of the method
X B Move the method definition to the protected or private section
X C Delete the method
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	94. Unit 5
Learning Assessment  - Answers
1. You are creating an ABAP class in ADT and have just written the definition of a method in
the public section of the class definition. You press Ctrl + 1 to see the available quick fixes.
Which fixes are available?
Choose the correct answers.
X A Add the implementation of the method
X B Move the method definition to the protected or private section
X C Delete the method
Well done!
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	95. UNIT 6 Web  Dynpro Development
Lesson 1
Creating Web Dynpro Components 89
UNIT OBJECTIVES
● Create a Web Dynpro application
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	97. Unit 6
Lesson 1
Creating  Web Dynpro Components
LESSON OVERVIEW
In this lesson, you will learn how to create Web Dynpro components and applications.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Create a Web Dynpro application
Web Dynpro Development in the ABAP Perspective
ABAP Development Tools offers a native development environment for Web Dynpro ABAP
applications in Eclipse. You can see all Web Dynpro ABAP design-time artifacts in the Project
Explorer view and can easily create components, windows, views and controllers. You can also
activate, run, and debug your Web Dynpro applications in Eclipse.
Note:
Web Dynpro ABAP Tools are available as part of SAP NetWeaver AS ABAP from
version 7.03/7.31 SP07 onwards.
Figure 55: The Web Dynpro View Editor
The main advantages of using ADT for Web Dynpro development are as follows:
● Real WYSIWIG view editor
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	98. ● Eclipse-based editors  are fast and only connect to the back-end system when required,
resulting in a smoother editing experience
● More graphical view of context-mapping
● Some of the code templates that are available in the Wizard in SE80 are also available in
ADT – for example, the code templates to read from and write to the context
Method Creation
To create a method in ADT, you open the controller in which you want to create it and switch
to the Methods page. You can then add the new method using the Add Method ... button.
Note:
If you create an action in a view controller, ADT automatically creates a
corresponding handler method called ONACTION<ACTION_NAME>.
To navigate directly to the implementation of the method, position the cursor on the method
name and press F3.
To Create a Web Dynpro Component
1. In the Project Explorer view, choose the context menu of an ABAP project and choose
New → Other → ABAP Repository Object.
2. In the text filter field of the New ABAP Repository Object dialog box, enter web to narrow
the available choices.
3. Choose Web Dynpro → Component.
4. Choose Next.
5. In the Name field enter a name for the Web Dynpro Component and enter a suitable
Description. Make sure to enter the Package to which the Web Dynpro Component should
be assigned.
6. Select the Create Window checkbox and enter then enter a Window name.
7. Select the Create View checkbox and enter a View Name
8. Choose Next.
9. Assign the Web Dynpro Component to a suitable Transport Request.
10. Choose Finish.
11. Activate the new component by choosing Ctrl + F3 or the Activate ABAP Development
Object button from the toolbar.
The Web Dynpro component is created in the chosen package. To access the component,
expand the ABAP project and navigate to the package's Web Dynpro → Web Dynpro
Components folder.
The View Editor
One advantage of working with Web Dynpro in ADT as opposed to the SAP GUI is the
WYSIWIG preview in the view editor. It provides a much closer representation of the real
running application than SE80. You can open the view editor by double-clicking on a view in
the Project Explorer.
Unit 6: Web Dynpro Development
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	99. Figure 56: Web  Dynpro Views
You can use the Layout page of the view editor to design the user interface for a Web Dynpro
component. The UI elements associated with that controller are shown in the Outline view.
Here, you can add, rearrange, and delete elements as you see fit. You can make changes to UI
element properties using the Properties view. Those changes are dynamically updated in the
preview area of the Layout page.
View and component controllers contain default hook methods but you can also define
custom methods and add parameters on the Methods page of the view editor. You can also
use the Methods page to create actions, which are a type of event. Actions are triggered by
user interaction (for example, pressing a button or selecting a row in a table), and exist only
within a view controller. The event handler method for the corresponding action is
automatically created within the view controller when an action is created.
Note:
You can also create actions in the Events section of the Properties of the UI
element which is going to trigger the action.
Method Creation
Method creation in ABAP Development Tools is a little different to method creation in the SAP
GUI based Web Dynpro Explorer. You create a method in ADT by opening the relevant
controller in the editor and the choosing the Methods page. This is where you add the method
and define its parameters.
Lesson: Creating Web Dynpro Components
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	100. Figure 57: Adding  a Method
Note that if an action is created in a view controller, an associated event handler method will
be automatically created, following the naming convention ONACTION<ACTION_NAME>.
Figure 58: Implementation of a Controller Method
To implement a method, use the Implementation page of the editor and locate the relevant
method. You can then insert your code between the METHOD .... ENDMETHOD statements.
Note:
The editor will only allow you to add code between the METHOD .... ENDMETHOD
statements.
Unit 6: Web Dynpro Development
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	101. You can also  use keyboard shortcuts while working with Web Dynpro methods in ABAP
Development Tools. Select a method on the Methods page and choose F3 to navigate to that
method's implementation.
Wizards and Code Completion
The Web Dynpro Code Wizard which is available in the SAP GUI's Web Dynpro Explorer
provides excellent options for generating commonly-used code. The options are not quite as
extensive in ABAP Development Tools, but there is still help available when you need to work
with the Context in your Controller methods.
To access the Web Dynpro ABAP Context code templates, choose Ctrl + Space in a new line of
a controller method's source code. A list of the operations to read from, write to or append to
the context appears. Choose an operation to display the associated wizard, which then
generates the necessary code for all the selected Context Nodes, Recursion Nodes, or
Context Attributes.
As of ADT 2.13, there are also some Web Dynpro code templates available in the Templates
view, which can be used to insert the code to do the following:
● Instantiate a Used Component
● Fire a Plug
● Generate a message using the Message Manager
● Raise a Controller Event
LESSON SUMMARY
You should now be able to:
● Create a Web Dynpro application
Lesson: Creating Web Dynpro Components
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	103. Unit 6
Learning Assessment
1.  You are creating a controller method in a Web Dynpro component and want to use the
code wizard to read the value of a context node. How do you start the code wizard?
Choose the correct answer.
X A Choose the Code Wizard icon from the application toolbar
X B Choose F2 then choose the required action
X C Choose Ctrl + Space then choose the required action
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	104. Unit 6
Learning Assessment  - Answers
1. You are creating a controller method in a Web Dynpro component and want to use the
code wizard to read the value of a context node. How do you start the code wizard?
Choose the correct answer.
X A Choose the Code Wizard icon from the application toolbar
X B Choose F2 then choose the required action
X C Choose Ctrl + Space then choose the required action
Well done!
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	105. UNIT 7 Utilities  in Eclipse
Lesson 1
Navigating in Eclipse 99
Lesson 2
Searching in Eclipse 103
Lesson 3
Managing Version Control 107
Lesson 4
Identifying Sources of Help and Information 111
UNIT OBJECTIVES
● Navigate within a source code editor
● Navigate using the outline view
● Search for an object
● Navigate using the Where-used feature
● Compare current and released versions of ABAP development objects
● Display additional code information using ABAP keyword help
● Display information on running applications using feeds
● Document ABAP source code
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	107. Unit 7
Lesson 1
Navigating  in Eclipse
LESSON OVERVIEW
In this lesson, you will learn how to navigate source code editors and use the outline feature.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Navigate within a source code editor
● Navigate using the outline view
Navigation in Eclipse
ABAP Development Tools provides several ways to access development objects and their
elements quickly.
In the source code editor you can navigate quickly from the definition of a method and its
parameters and exceptions to its implementation. To do so, select the method name and then
choose F3. Alternatively, you can hold down the Ctrl key and choose the name of the method.
You can just as easily move the other way, from implementation to definition.
You can also navigate to a development object by opening it (using Ctrl + Shift + A). In the
Open ABAP Development Object dialog box, you can enter the name of the object to which you
want to navigate.
Figure 59: Navigation Between Method Definition and Implementation
Quick Views
A Quick View is an in-place view that is displayed on top of the source code editor area. There
are two types, as follows:
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	108. ● Quick Outline  - displays the internal structure of a class, program, or interface
● Quick Type Hierarchy - displays the type hierarchy of a class or interface
The keyboard shortcut for opening a Quick Outline is Ctrl + O. For Quick Type Hierarchy, it's
Ctrl + T.
To Navigate within the Source Code Editor
1. To navigate between an object's declaration and its implementation or vice versa, position
the cursor on the declaration or implementation and choose F3.
Focus in the source code switches from the object's declaration to its implementation or
vice versa.
The Outline View
When you open a development object in the source code editor, the editor-specific Outline
view for that object also opens by default. The Outline view displays the object's structural
elements such as attributes, data types, or methods. You can use the view's filter functions to
determine which elements are visible and which are hidden.
Figure 60: Navigation Using the Outline View
The outline view is synchronized with the contents of the source code editor. Therefore, when
you select an element in the Outline view, you can navigate quickly to the corresponding
position in the ABAP source code. Conversely, if you select an element in the source code
editor, the selection is highlighted in the outline.
Note:
The Outline view is synchronized with the contents of the editor, even if the latter
have not yet been saved.
Unit 7: Utilities in Eclipse
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	109. To Navigate Using  the Outline View
When you open a development object from the Source Library in the source code editor, the
Outline view for that object will also be opened. The Outline view displays the internal
structure of a class, interface, or program. It lists elements such as attributes, data types, or
methods of ABAP classes.
1. Open a development object.
2. In the Outline view, select an element to navigate to the corresponding position in the
source code editor.
3. Depending on which type of development object you have selected, the following options
might be available in the context menu:
Function Description
Navigate to Declaration Navigates to an element's definition in the
source code editor
Navigate to Implementation Navigates to an element's implementation
in the source code editor
Run As Enables you to directly execute programs,
launch test environments for classes, or
start ABAP unit tests.
Debug As Enables you to start debugging ABAP code
after having set a breakpoint.
Coverage As Enables you to start coverage (ABAP
Traces) for the ABAP program.
Profile As Enables you to start a code profiling meas-
urement.
4. You can use the buttons in the toolbar to hide non-public components of classes or
components which are not methods.
LESSON SUMMARY
You should now be able to:
● Navigate within a source code editor
● Navigate using the outline view
Lesson: Navigating in Eclipse
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	111. Unit 7
Lesson 2
Searching  in Eclipse
LESSON OVERVIEW
In this lesson, you will learn how to search for objects in the ADT and how to use the Where-
used feature.
LESSON OBJECTIVES
After completing this lesson, you will be able to:
● Search for an object
● Navigate using the Where-used feature
Object Search
The ABAP object search, which you can open by choosing Search → Search or by choosing
the keyboard shortcut Ctrl + H, allows you to search for development objects by name. In
addition, you can choose the Ctrl + Shift + A shortcut to display the Open ABAP Development
Object wizard. Here you can select an ABAP project and begin typing the name of the object
you're searching for to filter results.
As in the SAP GUI, an asterisk can be used as a wildcard in the search. When searching using
the SAP GUI, you must specify the type of the development object that you're looking for. This
is not the case in ABAP Development Tools - results are returned for any objects that match
the search criteria.
To Search for Objects
1. Choose Search → Search... Alternatively, you can choose Ctrl + H.
2. In the Object Name field of the ABAP Object Search tab, enter the name of the object you
want to search for.
3. You can limit the search scope by choosing either the Workspace or ABAP Project radio
button.
4. You can further limit the search by selecting the Restrict Search to Favorite Packages
checkbox.
5. Choose Search. The repository objects that match the search scope are displayed in the
Search view. The result is grouped by ABAP packages.
The Where-used Feature
The Where-used function reports on where specific development objects are used, thus
making clear the dependencies between them. You can use the Where-used function with the
following entities:
© Copyright. All rights reserved. 103
 




Descargar ahora

Acerca deAtención al clienteCondicionesPrivacidadCopyrightPreferencias de cookiesNo vender ni compartir mis datos personalesEverand
EnglishIdioma actualEnglish
Español
Portugues
Français
Deutsche




© 2024 SlideShare de Scribd 





